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Abstract—A method for model-based test generation of safety-critical embedded applications using Programmable Logic Controllers and implemented in a programming language such as Function Block Diagram (FBD) is described. The FBD component model is based on the IEC 1131 standard and it is used primarily for embedded systems, in which timeliness is an important property to be tested. Our method involves the transformation of FBD programs with timed annotations into timed automata models which are used to automatically generate test suites. Specifically we demonstrate how to use model transformation for formalization and model-checking of FBD programs using the UPPAAL tool. Many benefits emerge from this method, including the ability to automatically generate test suites from a formal model in order to ensure compliance to strict quality requirements including unit testing and specific coverage measurements. The approach is experimentally assessed on a train control system in terms of consumed resources.
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I. INTRODUCTION

Failures of safety critical software can cause serious damage, making testing of such software a required step to assure software quality. Industrial safety-critical systems implemented in Programmable Logic Controllers (PLCs) are widely used in avionics and railway domain. One of the programming languages defined by the International Electrotechnical Commission (IEC) [1] for PLCs is the Function Block Diagram (FBD), a component model most widely used to implement safety-critical software [2]. FBD programs are developed and transformed into program code, which is compiled into machine code automatically by using specific engineering tools provided by PLC vendors. FBD program testing has been under scientific study for some time, and relies mostly on manual functional testing or simulation methods [3], [4]. Although functional testing, simulation methods, and structural testing are not always complementary to each other, it is compulsory that all are applied on the FBD programs, due to safety requirements [5].

There has been little research and practice on rigorously applying automated model-based testing approaches for FBD programs in industrial practice. We focus on model-based test generation as a way of improving the effectiveness of testing PLC programs, and moreover doing this on an automatic way. The model-based testing approach is based on functional and timing behavior models and uses a model-checker to automatically generate test suites. In this paper, we define a model as a formal description of the system under test. In this scenario test suites are created from the FBD program and executed on a test platform in order to ensure structural coverage and safety requirements. In this context, we propose a method for integrating PLCs and model-based test generation techniques, tailored for FBD programs with both safe and timed behavior. We provide a methodology for producing test suites for FBD programs using a model checker's ability to generate diagnostic trace witnessing a submitted test property or coverage criteria. This is achieved by using the UPPAAL [6] model checker to perform symbolic reachability analysis of FBD programs modeled as a network of timed automata.

The contribution of this paper is threefold:

• We propose a transformation of FBD programs into timed automata models.
• We define an FBD tailored test generation approach using the UPPAAL model-checker in the context of a model-based approach towards unit testing and specific coverage requirements.
• The applicability of our method is demonstrated on a real world train control and management software, for the railway industry. We illustrate several implications when generating test suites in this context.

The paper is organized as follows. Section II briefly overviews PLC software, the IEC 61131-3 standard, and timed automata framework. Section III introduces the modeling approach for functional specification, and the transformation scheme into the UPPAAL tool input model. Section IV presents the test generation process. Next, we apply our method on a case study in Section V. In Section VI we compare to related work, before concluding the paper in Section VII and presenting future works in Section VIII.
II. PRELIMINARIES

In the railway and avionics domain digital systems are controlled by software usually implemented on PLCs. In order to test PLCs described using FBD programs, we have to take into consideration the software usage particularities and the specific test purposes used for the generation of test suites. In the next section we briefly overview FBD programs and the TA semantics as a basis for describing our method and tool support.

A. FBD and IEC 61131 Component Model

PLCs are widely used in different control systems from nuclear power plants to traffic control systems. A PLC is an industrial real-time computer, integrated with a processor, a main memory, linked together by a common bus. On PLCs programs execute in a loop in which the iteration follows the "read-execute-write" semantics. This ensures that a PLC reads all inputs, executes the computation, and then writes to its output, all without interruption. FBD, a PLC programming language standardized by IEC 61131-3 [1], is widely used because of its graphical notations and its usefulness in applications with a high degree of data flow between control components. An example of an FBD program depicting a small part of a Battery Control System is shown in Figure 1. An FBD program is composed of Functional Elements (FE) defined as Function Blocks (FB) and Functions (FUNC). Independent of the PLC choice language for IEC 61131-3, FUNCs and FBs are the base for a well structured and hierarchical FBD program. They are supplied by the manufacturer, defined by the developer, or predefined in a library. Both FE types cannot be recursive, i.e., self calling is not allowed. This is specific to the IEC 61131-3 standard because the amount of memory required to hold the program at run-time can be determined off-line [1].

An FE can be defined as the following tuple:

\[ FE := (\text{name identifier}, \text{set ports}, \text{behavior description}) \]

where \text{name identifier} is the name identifier, \text{set ports} is the set ports defined as the union of input (IP) and output ports (OP) and \text{behavior description} is the behavior description of the FE. For instance in Figure 1 the system consists of some basic logic, timer, state functions such as AND, OR, and a function block named FAULTEN. A FUNC does not have any internal state and its output is determined only by the current inputs. This is the case for AND and LT in Figure 1. Differently, TON is an FB because it maintains an internal state and produces outputs based on this state and inputs.

Basically FBD programs and instrumentation points are shown in a circuit diagram fashion. Assume an FBD program defined as the following tuple:

\[ \text{FBDProgram} := (\text{FE}, \text{V}, \text{P}, \text{Con}) \]

where \text{FE} is the set defined as the union of FUNC and FB instances, \text{V} is the variables set, defined as the union of input (VI) and output (VO) variables, \text{P} is the parameters set, defined as the parameters used internally by the program, and \text{Con} is the set of connectors between all the functional elements (e.g., FB and FUNC). \text{Con} is a subset of the reunion of cartesian products and is defined as follows:

\[ \text{Con} := (\text{VI} \times \text{FE.IP}) \cup (\text{FE.OP} \times \text{FE.IP}) \cup (\text{FE.OP} \times \text{VO}) \]

When activated and executed, the program in Figure 1 consumes one set of input data and then executes to completion. It should also be noted that depending on how FUNCs and FBs are defined, we can describe more complex...
FBD programs. For example, a program can be "populated" with FBs, which can be similarly composed until very simple behaviors are directly described.

The IEC 61131 component model proposes a hierarchical software architecture for structuring and running any FBD program. This architecture specifies the syntax and semantics of a unified control software based on a PLC configuration, resource allocation, task control, program definition, function and function block repository, and program code [7], [8]. The PLC software is represented as a configuration that communicates with other IEC configurations of different PLC systems with well-defined component interfaces. Representing configurations, one or more resources are provided in order to support PLCs with features needed by the FBD program. The interfaces of a resource are described as input/output channels between the FBD program and the physical PLC defined environment. Covering the events in an FBD program, a task corresponds to a set of programs that either are executing periodically or upon the occurrence of a specified event [7]. An FBD program can have intra-program data flow communication and when activated, a program consumes one set of input data and then executes to completion. The PLC code is generated from the FBD program, which is used on a specific PLC and is the actual application code. For example, an application generator is utilized for the model-to-code transformation by assuming that each FE is translated to a C compliant program with its own thread of execution. More specifically, the FBD program code is mapped from FE± and program constructs into executable C code [8]. The resulting FBD program code is generally self contained and self-referencing.

We assume the PLC programs written in FBD to be verified, well-formed according to the IEC 61131-3 standard [1], and logically correct satisfying the following particular assumptions:

- **A1: Execution Order.** Each FE is executed in predetermined order based on the control flow dependency. This predetermined order directly dictates the data dependency.
- **A2: Port-Variable Assignment.** Ports in Port and variables in V must be unique and should be connected in a well formed program according to the IEC 61131-3 standard.
- **A3: Timing Annotations.** To express timing constraints within one FE, we need to correctly support timing elements according to IEC 61131-3 standard.

### B. Timed Automata

The timed automata model was introduced by Alur and Dill [9] and has gained a lot of attention as a suitable model for timed systems. We give here a short description for readers unfamiliar with this concept.

Let $X$ be a finite set of clocks and $B(X)$ the set of guards, which are finite conjunctions of atomic guards of the form $x \in \preceq n$, where $x \in X$, $n \in \mathbb{N}$, and $\preceq \in \{<, \leq, =, \geq, >\}$.

A timed automaton (TA) over clocks $X$ and actions $Act$ is a tuple $\langle L, l_0, E, I \rangle$ where $L$ is a finite set of locations, $l_0$ is the initial location, $E \subseteq L \times B(X) \times Act \times L$ is the set of edges and $I : L \rightarrow B(X)$ assigns invariants to locations.

In the case of and edge $(l, g, a, r, l') \in E$, we write $l \xrightarrow{g.a.r} l'$ where the label $g$ is a guard of the edge, $r$ is the data- or clock reset assignments of the edge, and $a$ is the action of the edge. TA semantics is defined as a transition system over states $(l, u)$, with the initial state $(l_0, u_0)$, where $u_0$ assigns all clocks in $X$ to zero. Formally, there are two kinds of transitions:

- **delay transitions:** $(l, u) \xrightarrow{d} (l, u \oplus d)$, where $u \oplus d$ is the result obtained by incrementing all clocks of the automata with the delay amount $d$ such that for any $0 \leq d' \leq d$, the invariant of $l$ holds.
- **discrete transitions:** $(l, u) \xrightarrow{a} (l', u')$, corresponding to taking an edge $l \xrightarrow{g.a.r} l'$ for which the guard $g$ is satisfied by $u$. The clock valuation $u'$ of the target state is derived from resetting $u$ according to updated $r$.

A trace $\sigma$ of a TA is a sequence of alternating delays and discrete transitions:

$$\sigma = (l_0, u_0) \xrightarrow{a_1} (l_1, u_1) \xrightarrow{a_2} \ldots \xrightarrow{a_n} (l_n, u_n).$$

Properties of TA can be expressed as logical formulae in the Timed Computational Tree Logic (TCTL) [10]. In this paper we focus on properties of the form:

$$\exists \Diamond p,$$

called reachability properties, where $\exists$ is the existential quantifier, and $\Diamond$ is the temporal operator. A reachability property states that there is a path in which the $p$ location in the TA is reached.

A network of $T_1 || \ldots || T_n$ is a composition of $n$ TA over $X$ and $Act$, synchronized actions (i.e., $a!$ is complementary with $a?$) and shared (global) variables. We refer the reader to [11] for more information on the theory of TA.

### III. Transforming Function Block Diagrams to Timed Automata

In this section, we describe how our approach enables the transformation of FBD programs to TA models, being one step away from test suite generation with the UPPAAL tool.

The model transformation, from an FBD program to a TA network is depicted in Figure 2. The transformation maps to a TA model all the interface elements $FE, V, \textit{P}$, and $\textit{Con}$ alongside the existing timing annotations within the FBD program. This timing annotations are based on the specifications used from structure and behavioral elements.
as defined in the FBD language. The timed behavior of an FBD program is defined as a TA, extended with data input and output variables. We first perform an automatic transformation of the FBD program to a TA model that obeys the read-execute-write semantics, hence preserving the semantics of FBDs without altering its structure. Next, we specify the execution of each FE in TA, and construct a complete PLC cycle and environment model by the parallel composition of local behaviors.

We describe a set of transformation rules which define the formal construction. The transformation process shown in Figure 2 is applied as follows:

1) R1 - FBD Program Declaration: We create a TA system description, place templates of FE instantiations, and list the composed TA network representing the FBD Timed Automata $FE_1 \parallel \ldots \parallel FE_n$.

2) R2 - PLC Cycle Scan & Environment Generation: An FBD program is executed in a loop, in which the iteration follows the run-to-completion semantics, corresponding to the TA model in Figure 3. We generate an automaton that contains a clock variable for modeling a delay between the cycles. A cycle starts when the automaton enters the ReadInputs state and ends in UpdateScanTime state. When applying R2, VI and VO variable instances are defined. The IN and OUT counters represent the number of the variable and ensure that variables are evaluated one by one. For the FBD program to be testable, we also need to generate an environment model for controlling the program throughout all of its states.

3) R3 - FE Execution Order Generation: We use the execution order of each FE automatically according to the general rules included in the IEC standard [1]. We use the notion of precedence to describe such dependencies on the convention of reading such FBD programs in a top-to-bottom, left-to-right fashion. For each FE, we assign a precedence priority to the corresponding TA model. In Figure 3 the counter $N$ represents the number of the FE and ensures that the FEs are executed one by one. After the last FE is evaluated, the counter is reset to repeat the scan cycle.

4) R4 - FE Behavior Generation: For standard FEs we assign a TA behavior model. Each FE has its own logical execution and no internal concurrency, therefore it can be straightforwardly mapped to a TA model. We assign one TA model per FE (e.g., TON and FAULTEN in the FBD program shown in Figure 1). A rather straightforward model of the TON element with timing properties is shown as a TA model in Figure 4. The FBD program interacts with other TA via execute? action. TON is modeled by a standard time on timer that sets the output TON1 to true if AUX_BCV_S_DcSdWm input variable is true at least as long as the time PIT. Thus, we obtain an FB that returns different outputs despite having the same inputs over time. The timed behavior is specified using the TA semantics; in this procedure, we comply with the standard specification of the FB and the structural definition of the program. The TA model encapsulates the internal behavior with both functional and timing FBD properties. Also, every instance of the TON needs to contain all the variables listed in the declaration description. For this reason it is necessary to give each instance of the TON behavioral model a unique identifier.

As a result of the transformation we compose such local automata in parallel to a TA network $FE_1 \parallel \ldots \parallel FE_n$. The purpose of the final phase of the transformation is to construct a target model by filling the TA with the corresponding FE behavior as explained in R4. Since FBD programs allow the use of behavioral notations, we exploit this, and specify the behavior by assigning a TA model to each element mapped from its corresponding FBD program.

IV. TEST GENERATION

In the context of testing FBD programs we assume that the test specification is given as a closed network of TA as shown in Figure 5. This model can be seen as two
sub-networks, one modeling the FBD Program and the other one modeling its PLC Cycle Scan. The program operates in a specific environment that takes into account the A1-A3 assumptions. Obviously we can consider a completely unconstrained environment that allows all possible interactions between the TA network elements. For all environments we assume that the test specification is used to control the FBD diagram via \texttt{read?}, \texttt{execute?}, and \texttt{write!} actions.
UPPAAL is a model-checker using TA as a modeling language. It supports dense clocks and different data types like bounded integers and arrays. The verification language supports properties such as safety, liveness, and reachability.

We describe here a methodology to produce test sequences for FBD programs using UPPAAL, making use of UPPAAL’s ability to generate diagnostic traces witnessing a submitted reachability property [12]. Currently UPPAAL supports three options for diagnostic trace generation: some trace leading to a goal state, the shortest trace with the minimum number of transitions, and fastest trace with the shortest time delay.

Whereas UPPAAL is a viable tool for model checking, it is tedious and not tailored to test suite generation in practice. We demonstrate how to automatically generate test cases from an FBD program described in TA. Specifically we show how to generate test suites for FBD programs using specific test requirements or from various coverage criteria.

Let us assume a TA network model of an FBD program together with its PLC cycle scan and environment shown in Figure 5. A test sequence produced by the model checker for a given reachability property defines the sequence of actions executed on the FBD test specification. An example of a diagnostic trace has the following form:

\[(FBD_0, PLC_0) \overset{A_1}{\rightarrow} (FBD_1, PLC_1) \overset{A_2}{\rightarrow} \ldots \overset{A_n}{\rightarrow} (FBD_n, PLC_n),\]

where \((FBD_k, PLC_k)\) are states of the FBD program and PLC cycle scan with environment constraints, respectively, and \(A_k\) are either internal synchronization actions, time-delays or read?, execute?, and write! global synchronizations.

For our test specification the sequence represents only the global synchronizations shown in Figure 5. From the PLC cycle scan point of view the trace is obtained only by taking into account the observable actions read?, execute?, and write!.

Generation of test suites for an FBD program starts with the process of first manually formulate a set of informal test properties and continues with formalization of these such that the model can be used to generate test suites for each test property. In this context, a test requirement is a specific test property that the tester would like to formulate. For using the test generation capability of the UPPAAL model-checker, the test property must be formulated using the CTL logics and checked by the test specification.

For the example in Figure 1, two test properties can be directly transformed into simple CTL reachability properties:

- TP1: The Battery Contactor is tripped due to low battery.
- TP2: Battery Contactator is open when Battery Voltage is valid.

For example TP1 can be formulated as the following CTL reachability property:

\[\exists \Diamond \text{plc.UpdateScanTime and BAT\_V\_LOW}=1,\]

where the property can be read as follows: there exists an execution path such that, eventually, the PLC cycle scan automaton enters location UpdateScanTime and the battery is low. Generating a diagnostic trace based only by using observable actions results in the following test sequence:

\[(IN_1, \ldots, IN_6) \overset{\text{read}!}{\rightarrow} (FE_1, \ldots, FE_6) \overset{\text{execute}!}{\rightarrow} (OUT_1, OUT_2) \overset{\text{write}!}{\rightarrow}.\]

A. Test Suite Generation

Obviously a single test case cannot be obtained for every test purpose or criterion. By using PLC scan cycle shown in Figure 3 we allow the test suite to be implemented as one or more test sequences separated by resets. To introduce resets in the model, we allow the PLC scan cycle to perform a reset which is encoded by adding a reset transition leading to the initial ReadInputs location. On this transition all variables and parameters (excluding encoded variables used

\[\text{UPPAAL tool is available at www.uppaal.org.}^1\]
for coverage-based test suite generation) are reset to their
default value. This reset is hardcoded into the PLC scan
cycle for any modeled FBD program in UPFPAAL, being an
atomic communication between all the TA models.

B. Coverage-based Test Suite Generation

There is often the case that we are interested in a test
suite that ensures that the FBD program is covered in several
ways. This ensures that a certain level of thoroughness has
been achieved in the test generation process. Structural test
criteria are used for evaluating the adequacy reached by a
certain test suite. A test criterion is formulated using so
called coverage items. These items should be exercised
during testing in order for the criterion to be satisfied. For
example, in node coverage, nodes are coverage items [13].
Usually, testers describe the extent to which a criterion is
exercised by using the ratio between the number of coverage
items exercised in testing and the overall number of coverage
items in the software under test. The work by Hessel et al.
[14] explains how to apply coverage criteria to TA models,
but is based on different structures and state verification
methods from this work. Here we give the details of our FBD
model coverage approach on how to automatically generate
test suites using coverage analysis. A large number of cov-
erage criteria has been investigated in last couple of years,
such as statement, transition, definition-use coverage, and
MCDC, each with its own merits and application domain.
We propose the usage of coverage analysis directly on the
FBD programs. We describe next the following structural
coverage criteria:

• **FC: Function Coverage.** It analyzes \( FE \)s in an FBD
program. Full FC indicates that each \( FE \) in a program
has been executed at least once. To determine the
number of execution paths traversed by the program
we introduce an auxiliary boolean variable \( f_i \) in the TA
model for each \( FE \) to be covered and formulate the
following reachability property:

\[
\exists \Box (f_0 == 1 \text{ and } f_1 == 1 \ldots \text{ and } f_k == 1).
\]

• **DC: Decision Coverage.** It analyzes every decision
points in the FBD program. Full DC indicates that each \( FE \) in a program has taken every outcome at least
once. We implement a mechanism to facilitate this by
specifying a set of DC parameters. We annotate the
TA model with an auxiliary boolean variable \( v_i \) for
each decision \( d_i \) to be covered. For every edge with
destination \( d_i : l \xrightarrow{g,a,r} d_i, v_i \) is added to \( r \) assignment.
The reachability property for full DC will require that
all \( v_i \) to be true.

• **CC: Condition Coverage.** It analyzes \( FE \)s that output
the logical combination of their inputs. A test suite
achieves full CC when it causes each input \( i_k \) to each
instance of an \( FE \) in the FBD program and each con-
dition \( c_i \) on a transition to be true at least once during
the execution, and false at least once. For generating
test sequences for CC we check whether an auxiliary
boolean variable \( v_i \) is covered for each condition in the
program as follows:

\[
\exists \Box (c_0 == 1 \text{ and } c_1 == 1 \ldots \text{ and } c_k == 1).
\]

V. EXPERIMENTS

In the previous section we presented our approach towards
automatically generating test suites for FBD programs. In the
following, we show some relevant experiments in order to
show the performance of this technique and the tool support.
We take into account quantitative measures related to model-
checking including test suite length, generation time, and
memory usage.

In our work we make use of the PLC software develop-
ment tools for the MITRAC Train Control and Management
System (TCMS) provided by Bombardier Transportation
AB within the ATAC research project [15]. TCMS is a
distributed system, built on open standard IP-technology
that allows easy integration of control and communication
functions for high speed trains. The Central Computing
Units (CCUs) contain all FBD programs controlling the
train. The PLC development tools used for developing these
programs are based on the MULTIPROG software. For the
rest of the paper we will refer to FBD programs created
using PLC development tools used for TCMS. The TCMS
involves over 800 FBD programs and approximately 122,000
lines of generated C code. In our experiments we used only a
part of the TCMS system. More precisely, the battery control
was used as the system under test.

In the next next sections we give an overview of the results and experiences we had in building the TA model
and generating test suites from it. We touch on the practical
lessons learned for the system below, while we do not give
tips to the practitioner here.

A. Train Battery Control System

The Battery Control System (BCS) is part of the TCMS
distributed system which contains over 30 FBD programs
and 5,000 lines of generated C code. The system supplies
the units on the train with power when auxiliary power is not
present. When auxiliary power is present, the batteries are
charged. There are two completely redundant battery buses
with two redundant batteries (including chargers) connected
to each bus. Every unit can be supplied via any bus. The
battery charger charges and supervises the battery and sends
information to TCMS over the IP network. The main battery
contactor connects the battery to the battery buses when
closed and load shed contactors supply loads of different
priority to the batteries.

A TA network that modeled the entire BCS was developed
and subsets were extracted for testing FBD program
requirements; however, the model is used as a relative small system, but well beyond the scale of academic exercises. We concentrated on the standardized PLC functionality and modeled manually in Uppaal tool over 35 library detailed models compliant with the IEC standard and MITRAC supplied library. A list of the modeled TAs is found in Table I. For more information on the standard PLC functions please refer to [1].

We are using the Uppaal model-checker 2 for generating test suites. The tools for building, editing, and analyzing the models are included in the Uppaal model checker.

**B. Results and Evaluation**

The experiments reported here are based on a model of a BCS starting from the original program stored in an XML-document, which is used for the transformation to the Uppaal input language 3 as described in Section III. We developed a reader and parser to analyze the programs and elements of the FBD standard language. In this way we deal only with programs that are strictly IEC 61131-3 standard compliant. We use the transformation tool to automatically derive a TA model of the BCS. To see how our technique performs, we generate test suites based on some train-related test properties. The train is in many ways the ultimate test environment since it is the environment where BCS will ultimately end up in. However, the train should be used as little as possible since it is so expensive to use. The generated test suites are executed on the softTCMS platform, developed by CrossControl 4. This allows us to run our test suite on the simulated environment, without the need to change the PLC code and platform. To perform the actual testing process, a complete test interface was built that supports automated generation of tests. This test interface and the transformation are independent of Uppaal and could be used in similar model checkers supporting other automata models.

Uppaal takes as input the FBD program together with a test requirement, and generates ready-to-use test suites. The test suite is ready to be executed by a test execution environment. Testing FBD programs is done in isolation from the rest of the TCMS software in a controlled simulated environment, making the component tests a good target for coverage-based test generation and therefore a potential benefit to automatic evaluation of test cases.

The results, listed in Table II, show that this particular example scales well in terms of generation time (in seconds), memory usage (in MB), and the test suite length (in number of transitions in the TA model)5. As described in Section IV the test suites are generated from different test properties transformed into simple CTL reachability properties. TP1-TP6 test properties are included in the BCS unit test specification, provided by TCMS test experts. The properties are briefly described in Section IV and Table III.

We made no simplification of the TA model, and we used test specifications prepared by testing professionals in entirety. The test suites in Table II are generated by using only the observable actions. Each test suite in Table II is a set of two test cases that begins with the ReadInputs state and ends with the UpdateScanTime state.

We also generated coverage-based test suites which ensures that BCS is covered in a certain way. Here we make use of the FBD structural criteria defined in Section IV. Table IV shows the generation times (in seconds) for test suites generated from different coverage criteria and the length (number of transitions) of the generated test suite. We notice that DC and CC require many interactions (trace

---

2 We are using the following version of the Uppaal model checker: 4.1.7 (rev. 4934) under MAC OS X version 10.7.4
3 The XML syntax describing the element definitions from the Document Type Definition is available at http://people.cs.aau.dk/~adavid/utap/syntax.html
4 softTCMS simulation platform implements mock libraries specific to the PLC platform and simulates the hardware and communication devices on the actual train.
5 Experiments were executed on a machine with 2.4 Ghz Intel Core i5 and 8 GB 1333 Mhz DDR3.
of length up to 102) and contains four test cases. In contrast to the results in Table II, the generation time for coverage criteria are between 0.15 and 0.531 seconds.

Although this is not surprising, it can be seen that is much cheaper to compute test suites for test purposes than obtaining coverage for FBD programs. Obviously the PLC cycle scan and environment can pose restrictions on our results. This means that the generation of test suites has to evaluate all possible behaviors in case of a more unrestricted environment resulting in more expensive test suites with regard to generation time and used memory. Still the experimental results show how our test case generation for FBD programs scale up for different models and coverage criteria.

VI. RELATED WORK

Previous contributions in testing of FBD programs range from a simulation-based approach [16] to verification of the actual FBD program code [17]. The technique in [17] is based on Petri Nets models and supports the entire development process. In comparison to our work, they are not coping with the internal structure of the PLC language aspects. It is our opinion that testing FBD programs can be complemented by using model-checkers as presented in this paper.

Similar to our work and strictly related to lower levels of testing, there have been some attempts to focus on FBD program testing [18], [19]. These works are focusing on structural testing techniques and are proposing a solution based on the logical aspects of the FBD program.

Also related to this work but outside the PLC-based software development community, the most notable efforts has been focusing on test coverage for data flow languages. For example, for the Lustre language there are contributions [20], [21], [22] describing an activation condition concept that can be used when data flow from an input edge to an output edge may occur.

Research of the usage of model-checkers for verifying and testing FBD programs is not new. Soliman et al. [23] are using UPPAAL model checker for verification of FBD safety applications including the safety libraries. Silva et al. [24] are generating TA models from FBD programs and are testing their specifications using UPPAAL TRON tool. These two approaches are using a different transformation process and are considerably different in the way of formulating test properties. In contrast to the online model-based testing approach used in [24] we are generating test suites for offline execution on the system under test.

However, to our knowledge, not much theoretical and experimental data is available about the usage of model-based test generation for realistic PLC industrial sized systems. More case studies are needed to form a strong methodology and support for improving FBD program testing.

VII. CONCLUSIONS

We presented an approach to generate test suites for PLC software using UPPAAL model checker. Therefore, a transformation from PLC software written in FBD language to a TA model has been introduced, which allows also timing informations into the test suites. For the translation of an FBD program into a TA model, a set of rules have been presented. On the basis of this model, a model checker has been used for generating consistent test suites.

The applicability of our approach has been demonstrated on a train control and management system used in the railway industry. The test generation technique and the coverage criteria used have industrial validity as complete test suites have been generated for an industrial application for unit level testing of FBD programs. We developed a prototype tool to extract the FBD programs, to translate them into a TA model, and to enable test suite generation by using a model checker. We believe that this technique is useful for transforming and testing component models of other industrial safety-critical embedded systems similar to PLCs.

VIII. FUTURE WORK

We are currently investigating this approach on a larger design process. In addition, we want to extend the scope of the test generation to enable support for integration and system level testing. We believe that using the right model-based test generation technique for PLC software constitutes the necessary basis for a framework used in automated test generation and verification. By using a model for both requirements of the system and coverage criteria, test results can be thoroughly evaluated based on how precise and detailed is the system is modeled.
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